Build an OpenGL ES environment

In order to draw graphics with OpenGL ES in your Android application, you must create a view container for them. One of the ways to do this is to implement both a [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) and a [GLSurfaceView.Renderer](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer). A [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) is a view container for graphics drawn with OpenGL and [GLSurfaceView.Renderer](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer) controls what is drawn within that view.

This lesson explains how to complete a minimal implementation of [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) and [GLSurfaceView.Renderer](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer) in a simple application activity.

Declare OpenGL ES use in the manifest

In order for your application to use the OpenGL ES 2.0 API, you must add the following declaration to your manifest:

<uses-feature android:glEsVersion="0x00020000" android:required="true" />

If your application uses texture compression, you must also declare which compression formats your app supports, so that it is only installed on compatible devices.

<supports-gl-texture android:name="GL\_OES\_compressed\_ETC1\_RGB8\_texture" />  
<supports-gl-texture android:name="GL\_OES\_compressed\_paletted\_texture" />

Create an activity for OpenGL ES graphics

Android applications that use OpenGL ES have activities just like any other application that has a user interface. The main difference from other applications is what you put in the layout for your activity. While in many applications you might use [TextView](https://developer.android.com/reference/android/widget/TextView), [Button](https://developer.android.com/reference/android/widget/Button) and [ListView](https://developer.android.com/reference/android/widget/ListView), in an app that uses OpenGL ES, you can also add a [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView).

public class OpenGLES20Activity extends Activity {  
  
    private GLSurfaceView gLView;  
  
    @Override  
    public void onCreate(Bundle savedInstanceState) {  
        super.onCreate(savedInstanceState);  
  
        // Create a GLSurfaceView instance and set it  
        // as the ContentView for this Activity.  
        gLView = new MyGLSurfaceView(this);  
        setContentView(gLView);  
    }  
}

Build a GLSurfaceView object

A [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) is a specialized view where you can draw OpenGL ES graphics. It does not do much by itself. The actual drawing of objects is controlled in the [GLSurfaceView.Renderer](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer) that you set on this viewThe essential code for a [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) is minimal, so for a quick implementation, it is common to just create an inner class in the activity that uses it:

import android.content.Context;  
import android.opengl.GLSurfaceView;  
  
class MyGLSurfaceView extends GLSurfaceView {  
  
    private final MyGLRenderer renderer;  
  
    public MyGLSurfaceView(Context context){  
        super(context);  
  
        // Create an OpenGL ES 2.0 context  
        setEGLContextClientVersion(2);  
  
        renderer = new MyGLRenderer();  
  
        // Set the Renderer for drawing on the GLSurfaceView  
        setRenderer(renderer);  
    }  
}

One other optional addition to your [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) implementation is to set the render mode to only draw the view when there is a change to your drawing data using the [GLSurfaceView.RENDERMODE\_WHEN\_DIRTY](https://developer.android.com/reference/android/opengl/GLSurfaceView" \l "RENDERMODE_WHEN_DIRTY) setting:

// Render the view only when there is a change in the drawing data  
setRenderMode(GLSurfaceView.RENDERMODE\_WHEN\_DIRTY);

This setting prevents the [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) frame from being redrawn until you call [requestRender()](https://developer.android.com/reference/android/opengl/GLSurfaceView" \l "requestRender()), which is more efficient for this sample app. Dopo ce lo fa togliere, non lo mettiamo proprio allora ahhaha

Build a renderer class

The implementation of the [GLSurfaceView.Renderer](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer) class, or renderer, within an application that uses OpenGL ES is where things start to get interesting. This class controls what gets drawn on the [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) with which it is associated. There are three methods in a renderer that are called by the Android system in order to figure out what and how to draw on a [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView):

* [onSurfaceCreated()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer#onSurfaceCreated(javax.microedition.khronos.opengles.GL10,%20javax.microedition.khronos.egl.EGLConfig)) - Called once to set up the view's OpenGL ES environment.
* [onDrawFrame()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer#onDrawFrame(javax.microedition.khronos.opengles.GL10)) - Called for each redraw of the view.
* [onSurfaceChanged()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer#onSurfaceChanged(javax.microedition.khronos.opengles.GL10,%20int,%20int)) - Called if the geometry of the view changes, for example when the device's screen orientation changes.

Here is a very basic implementation of an OpenGL ES renderer, that does nothing more than draw a black background in the [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView):

import javax.microedition.khronos.egl.EGLConfig;  
import javax.microedition.khronos.opengles.GL10;  
  
import android.opengl.GLES20;  
import android.opengl.GLSurfaceView;  
  
public class MyGLRenderer implements GLSurfaceView.Renderer {  
  
    public void onSurfaceCreated(GL10 unused, EGLConfig config) {  
        // Set the background frame color  
        GLES20.glClearColor(0.0f, 0.0f, 0.0f, 1.0f);  
    }  
  
    public void onDrawFrame(GL10 unused) {  
        // Redraw background color  
        GLES20.glClear(GLES20.GL\_COLOR\_BUFFER\_BIT);  
    }  
  
    public void onSurfaceChanged(GL10 unused, int width, int height) {  
        GLES20.glViewport(0, 0, width, height);  
    }  
}

The code examples above create a simple Android application that displays a black screen using OpenGL. Now you have laid the foundation you need to start drawing graphic elements with OpenGL.

# Define shapes

Being able to define shapes to be drawn in the context of an OpenGL ES view is the first step. Drawing with OpenGL ES can be a little tricky without knowing a few basic things about how OpenGL ES expects you to define graphic objects.

This lesson explains the OpenGL ES coordinate system relative to an Android device screen, the basics of defining a shape, shape faces, as well as defining a triangle and a square.

## Define a triangle

OpenGL ES allows you to define drawn objects using coordinates in three-dimensional space. So, before you can draw a triangle, you must define its coordinates. In OpenGL, the typical way to do this is to define a vertex array of floating point numbers for the coordinates. For maximum efficiency, you write these coordinates into a [ByteBuffer](https://developer.android.com/reference/java/nio/ByteBuffer), that is passed into the OpenGL ES graphics pipeline for processing.

public class Triangle {  
  
    private FloatBuffer vertexBuffer;  
  
    // number of coordinates per vertex in this array  
    static final int COORDS\_PER\_VERTEX = 3;  
    static float triangleCoords[] = {   // in counterclockwise order:  
             0.0f,  0.622008459f, 0.0f, // top  
            -0.5f, -0.311004243f, 0.0f, // bottom left  
             0.5f, -0.311004243f, 0.0f  // bottom right  
    };  
  
    // Set color with red, green, blue and alpha (opacity) values  
    float color[] = { 0.63671875f, 0.76953125f, 0.22265625f, 1.0f };  
  
    public Triangle() {  
        // initialize vertex byte buffer for shape coordinates  
        ByteBuffer bb = ByteBuffer.allocateDirect(  
                // (number of coordinate values \* 4 bytes per float)  
                triangleCoords.length \* 4);  
        // use the device hardware's native byte order  
        bb.order(ByteOrder.nativeOrder());  
  
        // create a floating point buffer from the ByteBuffer  
        vertexBuffer = bb.asFloatBuffer();  
        // add the coordinates to the FloatBuffer  
        vertexBuffer.put(triangleCoords);  
        // set the buffer to read the first coordinate  
        vertexBuffer.position(0);  
    }  
}

By default, OpenGL ES assumes a coordinate system where [0,0,0] (X,Y,Z) specifies the center of the [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) frame, [1,1,0] is the top right corner of the frame and [-1,-1,0] is bottom left corner of the frame.

Note that the coordinates of this shape are defined in a counterclockwise order. The drawing order is important because it defines which side is the front face of the shape, which you typically want to have drawn, and the back face, which you can choose to not draw using the OpenGL ES cull face feature.

## Define a square

Defining triangles is pretty easy in OpenGL, but what if you want to get a just a little more complex? Say, a square? There are a number of ways to do this, but a typical path to drawing such a shape in OpenGL ES is to use two triangles drawn together:

![](data:image/png;base64,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)

**Figure 1.** Drawing a square using two triangles.

Again, you should define the vertices in a counterclockwise order for both triangles that represent this shape, and put the values in a [ByteBuffer](https://developer.android.com/reference/java/nio/ByteBuffer). In order to avoid defining the two coordinates shared by each triangle twice, use a drawing list to tell the OpenGL ES graphics pipeline how to draw these vertices. Here’s the code for this shape:

public class Square {  
  
    private FloatBuffer vertexBuffer;  
    private ShortBuffer drawListBuffer;  
  
    // number of coordinates per vertex in this array  
    static final int COORDS\_PER\_VERTEX = 3;  
    static float squareCoords[] = {  
            -0.5f,  0.5f, 0.0f,   // top left  
            -0.5f, -0.5f, 0.0f,   // bottom left  
             0.5f, -0.5f, 0.0f,   // bottom right  
             0.5f,  0.5f, 0.0f }; // top right  
  
    private short drawOrder[] = { 0, 1, 2, 0, 2, 3 }; // order to draw vertices  
  
    public Square() {  
        // initialize vertex byte buffer for shape coordinates  
        ByteBuffer bb = ByteBuffer.allocateDirect(  
        // (# of coordinate values \* 4 bytes per float)  
                squareCoords.length \* 4);  
        bb.order(ByteOrder.nativeOrder());  
        vertexBuffer = bb.asFloatBuffer();  
        vertexBuffer.put(squareCoords);  
        vertexBuffer.position(0);  
  
        // initialize byte buffer for the draw list  
        ByteBuffer dlb = ByteBuffer.allocateDirect(  
        // (# of coordinate values \* 2 bytes per short)  
                drawOrder.length \* 2);  
        dlb.order(ByteOrder.nativeOrder());  
        drawListBuffer = dlb.asShortBuffer();  
        drawListBuffer.put(drawOrder);  
        drawListBuffer.position(0);  
    }  
}

This example gives you a peek at what it takes to create more complex shapes with OpenGL. In general, you use collections of triangles to draw objects.

Draw shapes

After you define shapes to be drawn with OpenGL, you probably want to draw them. Drawing shapes with the OpenGL ES 2.0 takes a bit more code than you might imagine, because the API provides a great deal of control over the graphics rendering pipeline.

This lesson explains how to draw the shapes you defined in the previous lesson using the OpenGL ES 2.0 API.

Initialize shapes

Before you do any drawing, you must initialize and load the shapes you plan to draw. Unless the structure (the original coordinates) of the shapes you use in your program change during the course of execution, you should initialize them in the [onSurfaceCreated()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer" \l "onSurfaceCreated(javax.microedition.khronos.opengles.GL10,%20javax.microedition.khronos.egl.EGLConfig)) method of your renderer for memory and processing efficiency.

public class MyGLRenderer implements GLSurfaceView.Renderer {  
  
    ...  
    private Triangle mTriangle;  
    private Square   mSquare;  
  
    public void onSurfaceCreated(GL10 unused, EGLConfig config) {  
        ...  
        // initialize a triangle  
        mTriangle = new Triangle();  
        // initialize a square  
        mSquare = new Square();  
    }  
    ...  
}

Draw a shape

Drawing a defined shape using OpenGL ES 2.0 requires a significant amount of code, because you must provide a lot of details to the graphics rendering pipeline. Specifically, you must define the following:

* *Vertex Shader* - OpenGL ES graphics code for rendering the vertices of a shape.
* *Fragment Shader* - OpenGL ES code for rendering the face of a shape with colors or textures.
* *Program* - An OpenGL ES object that contains the shaders you want to use for drawing one or more shapes.

You need at least one vertex shader to draw a shape and one fragment shader to color that shape. These shaders must be compiled and then added to an OpenGL ES program, which is then used to draw the shape. Here is an example of how to define basic shaders you can use to draw a shape in the Triangle class:

public class Triangle {  
  
    private final String vertexShaderCode =  
        "attribute vec4 vPosition;" +  
        "void main() {" +  
        "  gl\_Position = vPosition;" +  
        "}";  
  
    private final String fragmentShaderCode =  
        "precision mediump float;" +  
        "uniform vec4 vColor;" +  
        "void main() {" +  
        "  gl\_FragColor = vColor;" +  
        "}";  
  
    ...  
}

Shaders contain OpenGL Shading Language (GLSL) code that must be compiled prior to using it in the OpenGL ES environment. To compile this code, create a utility method in your renderer class:

public static int loadShader(int type, String shaderCode){  
  
    // create a vertex shader type (GLES20.GL\_VERTEX\_SHADER)  
    // or a fragment shader type (GLES20.GL\_FRAGMENT\_SHADER)  
    int shader = GLES20.glCreateShader(type);  
  
    // add the source code to the shader and compile it  
    GLES20.glShaderSource(shader, shaderCode);  
    GLES20.glCompileShader(shader);  
  
    return shader;  
}

In order to draw your shape, you must compile the shader code, add them to a OpenGL ES program object and then link the program. Do this in your drawn object’s constructor, so it is only done once.

public class Triangle() {  
    ...  
  
    private final int mProgram;  
  
    public Triangle() {  
        ...  
  
        int vertexShader = MyGLRenderer.loadShader(GLES20.GL\_VERTEX\_SHADER,  
                                        vertexShaderCode);  
        int fragmentShader = MyGLRenderer.loadShader(GLES20.GL\_FRAGMENT\_SHADER,  
                                        fragmentShaderCode);  
  
        // create empty OpenGL ES Program  
        mProgram = GLES20.glCreateProgram();  
  
        // add the vertex shader to program  
        GLES20.glAttachShader(mProgram, vertexShader);  
  
        // add the fragment shader to program  
        GLES20.glAttachShader(mProgram, fragmentShader);  
  
        // creates OpenGL ES program executables  
        GLES20.glLinkProgram(mProgram);  
    }  
}

At this point, you are ready to add the actual calls that draw your shape. Drawing shapes with OpenGL ES requires that you specify several parameters to tell the rendering pipeline what you want to draw and how to draw it. Since drawing options can vary by shape, it's a good idea to have your shape classes contain their own drawing logic.

Create a draw() method for drawing the shape. This code sets the position and color values to the shape’s vertex shader and fragment shader, and then executes the drawing function.

private int positionHandle;  
private int colorHandle;  
  
private final int vertexCount = triangleCoords.length / COORDS\_PER\_VERTEX;  
private final int vertexStride = COORDS\_PER\_VERTEX \* 4; // 4 bytes per vertex  
  
public void draw() {  
    // Add program to OpenGL ES environment  
    GLES20.glUseProgram(mProgram);  
  
    // get handle to vertex shader's vPosition member  
    positionHandle = GLES20.glGetAttribLocation(mProgram, "vPosition");  
  
    // Enable a handle to the triangle vertices  
    GLES20.glEnableVertexAttribArray(positionHandle);  
  
    // Prepare the triangle coordinate data  
    GLES20.glVertexAttribPointer(positionHandle, COORDS\_PER\_VERTEX,  
                                 GLES20.GL\_FLOAT, false,  
                                 vertexStride, vertexBuffer);  
  
    // get handle to fragment shader's vColor member  
    colorHandle = GLES20.glGetUniformLocation(mProgram, "vColor");  
  
    // Set color for drawing the triangle  
    GLES20.glUniform4fv(colorHandle, 1, color, 0);  
  
    // Draw the triangle  
    GLES20.glDrawArrays(GLES20.GL\_TRIANGLES, 0, vertexCount);  
  
    // Disable vertex array  
    GLES20.glDisableVertexAttribArray(positionHandle);  
}

Once you have all this code in place, drawing this object just requires a call to the draw() method from within your renderer’s [onDrawFrame()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer" \l "onDrawFrame(javax.microedition.khronos.opengles.GL10)) method:

public void onDrawFrame(GL10 unused) {  
    ...  
  
    triangle.draw();  
}

When you run the application, it should look something like this:

There are a few problems with this code example. First of all, it is not going to impress your friends. Secondly, the triangle is a bit squashed and changes shape when you change the screen orientation of the device. The reason the shape is skewed is due to the fact that the object’s vertices have not been corrected for the proportions of the screen area where the [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) is displayed. You can fix that problem using a projection and camera view.

Lastly, the triangle is stationary, which is a bit boring. In the [Add motion](https://developer.android.com/training/graphics/opengl/motion) lesson, you make this shape rotate and make more interesting use of the OpenGL ES graphics pipeline.

Apply projection and camera views

In the OpenGL ES environment, projection and camera views allow you to display drawn objects in a way that more closely resembles how you see physical objects with your eyes. This simulation of physical viewing is done with mathematical transformations of drawn object coordinates:

* *Projection* - This transformation adjusts the coordinates of drawn objects based on the width and height of the [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) where they are displayed. Without this calculation, objects drawn by OpenGL ES are skewed by the unequal proportions of the view window. A projection transformation typically only has to be calculated when the proportions of the OpenGL view are established or changed in the [onSurfaceChanged()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer" \l "onSurfaceChanged(javax.microedition.khronos.opengles.GL10,%20int,%20int)) method of your renderer.
* *Camera View* - This transformation adjusts the coordinates of drawn objects based on a virtual camera position. It’s important to note that OpenGL ES does not define an actual camera object, but instead provides utility methods that simulate a camera by transforming the display of drawn objects. A camera view transformation might be calculated only once when you establish your [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView), or might change dynamically based on user actions or your application’s function.

Define a projection

The data for a projection transformation is calculated in the [onSurfaceChanged()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer" \l "onSurfaceChanged(javax.microedition.khronos.opengles.GL10,%20int,%20int)) method of your [GLSurfaceView.Renderer](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer) class. The following example code takes the height and width of the [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) and uses it to populate a projection transformation [Matrix](https://developer.android.com/reference/android/opengl/Matrix) using the [Matrix.frustumM()](https://developer.android.com/reference/android/opengl/Matrix" \l "frustumM(float[],%20int,%20float,%20float,%20float,%20float,%20float,%20float)) method:

// vPMatrix is an abbreviation for "Model View Projection Matrix"  
private final float[] vPMatrix = new float[16];  
private final float[] projectionMatrix = new float[16];  
private final float[] viewMatrix = new float[16];  
  
@Override  
public void onSurfaceChanged(GL10 unused, int width, int height) {  
    GLES20.glViewport(0, 0, width, height);  
  
    float ratio = (float) width / height;  
  
    // this projection matrix is applied to object coordinates  
    // in the onDrawFrame() method  
    Matrix.frustumM(projectionMatrix, 0, -ratio, ratio, -1, 1, 3, 7);  
}

This code populates a projection matrix, mProjectionMatrix which you can then combine with a camera view transformation in the [onDrawFrame()](https://developer.android.com/reference/android/opengl/GLSurfaceView.Renderer" \l "onDrawFrame(javax.microedition.khronos.opengles.GL10)) method.

Define a camera view

Complete the process of transforming your drawn objects by adding a camera view transformation as part of the drawing process in your renderer. In the following example code, the camera view transformation is calculated using the [Matrix.setLookAtM()](https://developer.android.com/reference/android/opengl/Matrix#setLookAtM(float[],%20int,%20float,%20float,%20float,%20float,%20float,%20float,%20float,%20float,%20float)) method and then combined with the previously calculated projection matrix. The combined transformation matrices are then passed to the drawn shape.

@Override  
public void onDrawFrame(GL10 unused) {  
    ...  
    // Set the camera position (View matrix)  
    Matrix.setLookAtM(viewMatrix, 0, 0, 0, -3, 0f, 0f, 0f, 0f, 1.0f, 0.0f);  
  
    // Calculate the projection and view transformation  
    Matrix.multiplyMM(vPMatrix, 0, projectionMatrix, 0, viewMatrix, 0);  
  
    // Draw shape  
    triangle.draw(vPMatrix);  
}

Apply projection and camera transformations

In order to use the combined projection and camera view transformation matrix shown in the previews sections, first add a matrix variable to the *vertex shader* previously defined in the Triangle class:

public class Triangle {  
  
    private final String vertexShaderCode =  
        // This matrix member variable provides a hook to manipulate  
        // the coordinates of the objects that use this vertex shader  
        "uniform mat4 uMVPMatrix;" +  
        "attribute vec4 vPosition;" +  
        "void main() {" +  
        // the matrix must be included as a modifier of gl\_Position  
        // Note that the uMVPMatrix factor \*must be first\* in order  
        // for the matrix multiplication product to be correct.  
        "  gl\_Position = uMVPMatrix \* vPosition;" +  
        "}";  
  
    // Use to access and set the view transformation  
    private int vPMatrixHandle;  
  
    ...  
}

Next, modify the draw() method of your graphic objects to accept the combined transformation matrix and apply it to the shape:

[KOTLIN](https://developer.android.com/training/graphics/opengl/projection#kotlin)[JAVA](https://developer.android.com/training/graphics/opengl/projection#java)

public void draw(float[] mvpMatrix) { // pass in the calculated transformation matrix  
    ...  
  
    // get handle to shape's transformation matrix  
    vPMatrixHandle = GLES20.glGetUniformLocation(program, "uMVPMatrix");  
  
    // Pass the projection and view transformation to the shader  
    GLES20.glUniformMatrix4fv(vPMatrixHandle, 1, false, mvpMatrix, 0);  
  
    // Draw the triangle  
    GLES20.glDrawArrays(GLES20.GL\_TRIANGLES, 0, vertexCount);  
  
    // Disable vertex array  
    GLES20.glDisableVertexAttribArray(positionHandle);  
}

Now that you have an application that displays your shapes in correct proportions, it's time to add motion to your shapes.

# Add motion

Drawing objects on screen is a pretty basic feature of OpenGL, but you can do this with other Android graphics framework classes, including [Canvas](https://developer.android.com/reference/android/graphics/Canvas) and [Drawable](https://developer.android.com/reference/android/graphics/drawable/Drawable) objects. OpenGL ES provides additional capabilities for moving and transforming drawn objects in three dimensions or in other unique ways to create compelling user experiences.

In this lesson, you take another step forward into using OpenGL ES by learning how to add motion to a shape with rotation.

## Rotate a shape

Rotating a drawing object with OpenGL ES 2.0 is relatively simple. In your renderer, create another transformation matrix (a rotation matrix) and then combine it with your projection and camera view transformation matrices:

private float[] rotationMatrix = new float[16];  
Override  
public void onDrawFrame(GL10 gl) {  
    float[] scratch = new float[16];  
  
    ...  
  
    // Create a rotation transformation for the triangle  
    long time = SystemClock.uptimeMillis() % 4000L;  
    float angle = 0.090f \* ((int) time);  
    Matrix.setRotateM(rotationMatrix, 0, angle, 0, 0, -1.0f);  
  
    // Combine the rotation matrix with the projection and camera view  
    // Note that the vPMatrix factor \*must be first\* in order  
    // for the matrix multiplication product to be correct.  
    Matrix.multiplyMM(scratch, 0, vPMatrix, 0, rotationMatrix, 0);  
  
    // Draw triangle  
    mTriangle.draw(scratch);  
}

If your triangle does not rotate after making these changes, make sure you have commented out the [GLSurfaceView.RENDERMODE\_WHEN\_DIRTY](https://developer.android.com/reference/android/opengl/GLSurfaceView" \l "RENDERMODE_WHEN_DIRTY) setting

## Enable continuous rendering

public MyGLSurfaceView(Context context) extends GLSurfaceView {  
    ...  
    // Render the view only when there is a change in the drawing data.  
    // To allow the triangle to rotate automatically, this line is commented out:  
    //setRenderMode(GLSurfaceView.RENDERMODE\_WHEN\_DIRTY);  
}

# Respond to touch events

Making objects move according to a preset program like the rotating triangle is useful for getting some attention, but what if you want to have users interact with your OpenGL ES graphics? The key to making your OpenGL ES application touch interactive is expanding your implementation of [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) to override the [onTouchEvent()](https://developer.android.com/reference/android/view/View" \l "onTouchEvent(android.view.MotionEvent)) to listen for touch events.

## Setup a touch listener

In order to make your OpenGL ES application respond to touch events, you must implement the [onTouchEvent()](https://developer.android.com/reference/android/view/View" \l "onTouchEvent(android.view.MotionEvent)) method in your [GLSurfaceView](https://developer.android.com/reference/android/opengl/GLSurfaceView) class. The example implementation below shows how to listen for [MotionEvent.ACTION\_MOVE](https://developer.android.com/reference/android/view/MotionEvent" \l "ACTION_MOVE) events and translate them to an angle of rotation for a shape.

private final float TOUCH\_SCALE\_FACTOR = 180.0f / 320;  
private float previousX;  
private float previousY;  
  
@Override  
public boolean onTouchEvent(MotionEvent e) {  
    // MotionEvent reports input details from the touch screen  
    // and other input controls. In this case, you are only  
    // interested in events where the touch position changed.  
  
    float x = e.getX();  
    float y = e.getY();  
  
    switch (e.getAction()) {  
        case MotionEvent.ACTION\_MOVE:  
  
            float dx = x - previousX;  
            float dy = y - previousY;  
  
            // reverse direction of rotation above the mid-line  
            if (y > getHeight() / 2) {  
              dx = dx \* -1 ;  
            }  
  
            // reverse direction of rotation to left of the mid-line  
            if (x < getWidth() / 2) {  
              dy = dy \* -1 ;  
            }  
  
            renderer.setAngle(  
                    renderer.getAngle() +  
                    ((dx + dy) \* TOUCH\_SCALE\_FACTOR));  
            requestRender();  
    }  
  
    previousX = x;  
    previousY = y;  
    return true;  
}

Notice that after calculating the rotation angle, this method calls [requestRender()](https://developer.android.com/reference/android/opengl/GLSurfaceView" \l "requestRender()) to tell the renderer that it is time to render the frame. This approach is the most efficient in this example because the frame does not need to be redrawn unless there is a change in the rotation. However, it does not have any impact on efficiency unless you also request that the renderer only redraw when the data changes using the [setRenderMode()](https://developer.android.com/reference/android/opengl/GLSurfaceView" \l "setRenderMode(int)) method, so make sure this line is uncommented in the renderer:

public MyGLSurfaceView(Context context) {  
    ...  
    // Render the view only when there is a change in the drawing data  
    setRenderMode(GLSurfaceView.RENDERMODE\_WHEN\_DIRTY);  
}

## Expose the rotation angle

The example code above requires that you expose the rotation angle through your renderer by adding a public member. Since the renderer code is running on a separate thread from the main user interface thread of your application, you must declare this public variable as volatile. Here is the code to declare the variable and expose the getter and setter pair:

[KOTLIN](https://developer.android.com/training/graphics/opengl/touch#kotlin)[JAVA](https://developer.android.com/training/graphics/opengl/touch#java)

public class MyGLRenderer implements GLSurfaceView.Renderer {  
    ...  
  
    public volatile float mAngle;  
  
    public float getAngle() {  
        return mAngle;  
    }  
  
    public void setAngle(float angle) {  
        mAngle = angle;  
    }  
}

## Apply rotation

To apply the rotation generated by touch input, comment out the code that generates an angle and add a variable that contains the touch input generated angle:

public void onDrawFrame(GL10 gl) {  
    ...  
    float[] scratch = new float[16];  
  
    // Create a rotation for the triangle  
    // long time = SystemClock.uptimeMillis() % 4000L;  
    // float angle = 0.090f \* ((int) time);  
    Matrix.setRotateM(rotationMatrix, 0, mAngle, 0, 0, -1.0f);  
  
    // Combine the rotation matrix with the projection and camera view  
    // Note that the vPMatrix factor \*must be first\* in order  
    // for the matrix multiplication product to be correct.  
    Matrix.multiplyMM(scratch, 0, vPMatrix, 0, rotationMatrix, 0);  
  
    // Draw triangle  
    mTriangle.draw(scratch);  
}

# Reduce overdraw

An app may draw the same pixel more than once within a single frame, an event called overdraw. Overdraw is usually unnecessary, and best eliminated. It manifests itself as a performance problem by wasting GPU time to render pixels that don't contribute to what the user sees on the screen.

## About overdraw

Overdraw refers to the system's drawing a pixel on the screen multiple times in a single frame of rendering.

## Find overdraw problems

The platform offers the following tools to help you determine if overdraw is affecting your app's performance.

### **Debug GPU overdraw tool**

The Debug GPU Overdraw tool uses color-coding to show the number of times your app draws each pixel on the screen. The higher this count, the more likely it is that overdraw affects your app's performance.

### **Profile GPU rendering tool**

The Profile GPU Rendering tool displays, as a scrolling histogram, the time each stage of the rendering pipeline takes to display a single frame. The Process part of each bar, indicated in orange, shows when the system is swapping buffers; this metric provides important clues about overdraw.

On less performant GPUs, available fill-rate (the speed at which the GPU can fill the frame buffer) can be quite low. As the number of pixels required to draw a frame increases, the GPU may take longer to process new commands, and ask the rest of the system to wait until it can catch up. The Process bar shows that this spike happens as the GPU gets overwhelmed trying to draw pixels as fast as possible. Issues other than raw numbers of pixels may also cause this metric to spike. For example, if the Debug GPU Overdraw tool shows heavy overdraw and Process spikes, there's likely an issue with overdraw.

## Fix overdraw

There are several strategies you can pursue to reduce or eliminate overdraw:

* Removing unneeded backgrounds in layouts.
* Flattening the view hierarchy.
* Reducing transparency.

This section provides information about each of these approaches.

### **Remove unneeded backgrounds in layouts**

By default, a layout does not have a background, which means it does not render anything directly by itself. When layouts do have backgrounds, however, they may contribute to overdraw.

Removing unnecessary backgrounds is a quick way of improving rendering performance. An unnecessary background may never be visible because it's completely covered by everything else the app is drawing on top of that view. For example, the system may entirely cover up a parent's background when it draws child views on top of it.

To find out why you're overdrawing, walk through the hierarchy in the [Layout Inspector](https://developer.android.com/studio/debug/layout-inspector) tool. As you do so, look out for any backgrounds you can eliminate because they are not visible to the user. Cases where many containers share a common background color offer another opportunity to eliminate unneeded backgrounds: You can set the window background to the main background color of your app, and leave all of the containers above it with no background values defined.

### **Flatten view hierarchy**

Modern layouts make it easy to stack and layer views to produce beautiful design. However, doing so can degrade performance by resulting in overdraw, especially in scenarios where each stacked view object is opaque, requiring the drawing of both seen and unseen pixels to the screen.

If you encounter this sort of issue, you may be able to improve performance by optimizing your view hierarchy to reduce the number of overlapping UI objects. For more information about how to accomplish this, see [Optimize view hierarchies](https://developer.android.com/topic/performance/optimizing-view-hierarchies).

### **Reduce transparency**

Rendering of transparent pixels on screen, known as alpha rendering, is a key contributor to overdraw. Unlike standard overdraw, in which the system completely hides existing drawn pixels by drawing opaque pixels on top of them, transparent objects require existing pixels to be drawn first, so that the right blending equation can occur. Visual effects like transparent animations, fade-outs, and drop shadows all involve some sort of transparency, and can therefore contribute significantly to overdraw. You can improve overdraw in these situations by reducing the number of transparent objects you render. For example, you can get gray text by drawing black text in a [TextView](https://developer.android.com/reference/android/widget/TextView) with a translucent alpha value set on it. But you can get the same effect with far better performance by simply drawing the text in gray.

# Performance and view hierarchies

The way you manage the hierarchy of your [View](https://developer.android.com/reference/android/view/View) objects can have a substantial impact on your app’s performance. This page describes how to assess whether your view hierarchy is slowing your app down, and offers some strategies for addressing issues that may arise.

## Layout and measure performance

The rendering pipeline includes a layout-and-measure stage, during which the system appropriately positions the relevant items in your view hierarchy. The measure part of this stage determines the sizes and boundaries of [View](https://developer.android.com/reference/android/view/View) objects. The layout part determines where on the screen to position the [View](https://developer.android.com/reference/android/view/View) objects.

Both of these pipeline stages incur some small cost per view or layout that they process. Most of the time, this cost is minimal and doesn’t noticeably affect performance. However, it can be greater when an app adds or removes View objects, such as when a [RecyclerView](https://developer.android.com/reference/androidx/recyclerview/widget/RecyclerView) object recycles them or reuses them. The cost can also be higher if a [View](https://developer.android.com/reference/android/view/View) object needs to consider resizing to main its constraints.

Because you cannot move these operations to a worker thread—your app must process them on the main thread—your best bet is to optimize them so that they can take as little time as possible.

### **Manage complexity: layouts matter**

Android [Layouts](https://developer.android.com/guide/topics/ui/declaring-layout) allow you to nest UI objects in the view hierarchy. This nesting can also impose a layout cost. When your app processes an object for layout, the app performs the same process on all children of the layout as well. For a complicated layout, sometimes a cost only arises the first time the system computes the layout. For instance, when your app recycles a complex list item in a [RecyclerView](https://developer.android.com/reference/androidx/recyclerview/widget/RecyclerView) object, the system needs to lay out all of the objects.

The most common case in which layout takes an especially long time is when hierarchies of [View](https://developer.android.com/reference/android/view/View) objects are nested within one another. Each nested layout object adds cost to the layout stage. The flatter your hierarchy, the less time that it takes for the layout stage to complete.

If you are using the [RelativeLayout](https://developer.android.com/reference/android/widget/RelativeLayout) class, you may be able to achieve the same effect, at lower cost, by using nested, unweighted [LinearLayout](https://developer.android.com/reference/android/widget/LinearLayout) views instead. Additionally, if your app targets Android 7.0 (API level 24), it is likely that you can use a special layout editor to create a [ConstraintLayout](http://tools.android.com/tech-docs/layout-editor) object instead of [RelativeLayout](https://developer.android.com/reference/android/widget/RelativeLayout). Doing so allows you to avoid many of the issues this section describes. The [ConstraintLayout](http://tools.android.com/tech-docs/layout-editor) class offers similar layout control, but with much-improved performance. This class uses its own constraint-solving system to resolve relationships between views in a very different way from standard layouts.